**Question 1**

**Objective**

The Objective of this question is to be able to find the height of a b-tree assuming its always going to be balanced.

**Proposed solution**

For this question I know that I have to iterate through the tree and count each level if the tree keeps going down. The only way I can stop counting is when I reach a leaf node in my tree; when I reach the leaf node I have to return 0 since it’s the end of the tree. The way I plan to traverse this is by using recursion.

**Implementation**

To begin the implementation, I created a method called height which the parameters are the b-tree which I will be using. Inside the method, I need to make a base case which is going to be if my tree node is a leaf and if the node that is being looked at is a leaf then I have to return 0. If my tree doesn’t meet the base case then I need to traverse the tree until I reach a leaf node, but the only way to do that is by calling the method recursively but passing the left side of the tree to traverse (works with either side). Also, every time I call the method again I want to return the line of code and add 1 to it in order to keep count of how many levels the tree has.

**Tracing**

For this tracing, I will be using the tree provided from the example program of b-trees in class. The tree contains the values of 30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11 , 3, 4, 5,105, 115, 200, 2, 45, 6. When passing the tree into the height method, I initially know that 60 is the number that will be at the top/root of the tree and now inside the height method the base case checks if the value 60 is a leaf node and since 60 is the root of my tree, I can see that it has children. Since this node has children the method proceeds to return 1 and call the method recursively; when calling the method with recursion the parameter passed is the Tree while accessing the child node to the left direction. Now the point that is being looked at is the value 3 since it’s the value that is in the left side, but it goes down in a depth of 1. Since the value 3 is not a leaf node in our tree the method will return the value 1 and call the method while passing the tree and traversing the tree to the left. The new value that is being looked at is 1 and since 1 is actually a leaf node the method will return 0 this time since a leaf node is where the tree ends. Now going back in the method there were two recursive calls that added 1 and since 1+1 = 2, 2 is the height of the tree is 2.
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**Question 2**

**Objective**

The objective of this method is to create a code that will allow me to transfer the values from the b-tree to a list.

**Proposed solution**

For this question, I wanted to approach it like how I did it in lab #3 when I transferred the values from a BST to an empty list. I know that I need an empty list where I will be storing the values from the b-tree into the list and the way to do that is to traverse the b-tree and store the values that are in a node of a tree. However, to traverse I need to go left and right of the tree by accessing the child nodes of the tree, but if I want to access them I need to use a for loop to access each node and element that the node may have. Also, when obtaining the values from the node I want to append the elements into my empty list.

**Implementation**

To implement my idea, I created a method which takes the parameters of the tree and an empty list. Inside the method, I made a base case that if the node that I’m currently looking at is a leaf then it would use a for loop which goes from the range of the items in the node. In the for loop is where the values from the tree will be appended into the list. The reason for the base case is to be able to take note of when we reach the end of the tree by checking if we reach a leaf node.

However, if the node that I’m looking at is not a leaf node then I would use an else statement that would also require the use of a for loop with the same parameters as before. However, inside the for loop I would immediately make a recursive call that will pass the child node at I which basically would allow me to move to the left side of my tree, also the recursive call needs to keep passing the list that I have. After that recursive call I append the values of the tree into my list as it was done in Lab #3; after appending the items from the left side of the tree I now need to traverse to the right side of the tree and the way I did that was to make a recursive call that passes the tree and goes to the child node on the right direction and the other thing that has to be passed is my list in order to keep appending the items from the tree into there. At the very end of the method I return the list, but when I return the list, it has to be outside the if-else statement.

**Tracing**

To trace this method, I will be using a smaller tree just to be able to explain the process better. The tree that I will be using is a smaller version of the original tree which is

L = [ 50, 10, 20, 60, 70, 100, 40, 90, 80] and I will be using an empty list called E which is going to be used to append the values from the tree to the list. Once these values get passed to the method BT\_ToList, the method begins to check if the node that its currently looking at is it’s a leaf. Since the node that we are looking at is 50, we can see that 50 is the root of the tree and since it’s the root then it has children. Since 50 is not a leaf node then it goes to the else and what happens is that it goes through a for loop that iterates through the range of the items in the node and since this node only has one item then it would iterate once. Inside the method there is a recursive call that passes the child node of the tree on the left side and as we can see the left side contains the values 10,20,40 in the left node. Since the recursive call occurred, the node that we are looking at is the left side node that has the values 10,20,40. The method begins checking if the node on the left side is a leaf and as we can see it is; since it’s a leaf node then it would be passed into a for loop that goes in the range of the amount of items of the node and since we have 3 items, then the for loop iterates 3 times. Inside the for loop, the method will append the values into the list, so what the list looks like now is 10,20,40 and since that node was a leaf node that means that there’s nothing else on the left side, which then we have to go back to when we made the recursive call with 50. Since the left side is done with then the next thing that happens is that the value 50 is appended to the list which now the list looks like 10,20,40,50 and since that’s the only value that we can append from the root, the method proceeds to make a recursive call that passes the child node to the right and passes the list. Once the right side is passed we know that the values that we are using are 70,80,90,100 and as we can see this side is a leaf, which means that it will pass the base case that is set up. Since our node has 4 items that means that the for loop will iterate 4 times and will append the remaining values, which now makes the finished list as 10,20,40,50,70,80,90,100.![A close up of a piece of paper
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**Question 3**

**Objective**

The objective of this method is to create a code that will be able to find the smallest element in the b-tree at a specific depth.

**Proposed solution**

For this question, I want to approach it as any basic find the smallest value, which the basic part always involves traversing. In the method, I know that I have to traverse the b-tree in order to find the smallest value, but since this is a B-TREE I know that all my smallest values will always be on the left side, so the smallest value is in the left most side of the tree. But since I need to find the smallest value at a certain depth I need to keep track of what level I am in my tree.

**Implementation**

To begin implementing my idea, I began to write the signature of my method and I passed the parameters of the b-tree and the depth the will be looked at. To begin I made a value called h that will store the height of my current tree and the purpose of h is to compare the depth that we will be looking at in the base case. I made the base case be if the depth is greater than the height of my tree then my method returns -1, this is because if my depth is greater than my tree then I can’t have a value to return. Next I created an if statement that if the depth is equal to 0 then return the item of the tree on the left side. After making that if my depth doesn’t apply to any of those cases then I need to call the method recursively and pass the child of the tree in the left side and subtract 1 from the depth in order to be able to get the values from the depth we’re looking for.

**Tracing**

For this method, I will be tracing it by using the tree that contains the values [ 50, 10, 20, 70, 100, 40, 90, 80] and the depth that I will be using is 1. Once I pass those values into the method, the first thing my method does is that it gets the height of my tree which is 1 because it has a root and leaf nodes after. Now that I know the height, the method compares the depth to the height and since my depth is less than the height, then that means that I do have a depth of 1 and it doesn’t pass the base case. Since the base case is not applicable, the method continues and checks if the depth is equal to 0 and since our depth is 1 then its not equal. Since the depth didn’t pass any of the cases then a recursive call occurs, and it returns the method by passing the child of the tree at the left side and subtracts 1 from the depth. When the recursive call is made the tree moves to the left side where the item that the leaf node contains are 10,20,40 and our depth now became 0. When checking the base case, we see that the depth is still less than the height which causes the base case to not be applicable to this. Now the next thing that happens is that the method checks if the depth is equal to 0 and as we can see this is true. Since this case is applicable that means that the method will return the leftmost item in the b-tree at the depth of 1 and the item that is returned is 10 which is the smallest element in the b-tree.
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O(1)

**Question 4**

**Objective**

The objective of this method is to create a code that will be able to find the largest element in the b-tree at a specific depth.

**Proposed solution**

For this question, I want to approach it as before when I looked for the smallest value, but in this instance I’m looking for the largest value. In the method, I know that I have to traverse the b-tree in order to find the largest value, but since this is a B-TREE I know that all my largest values will always be on the right side, so the largest value is in the right most side of the tree. But since I need to find the largest value at a certain depth I need to keep track of what level I am in my tree.

**Implementation**

To begin implementing my idea, I began to write the signature of my method and I passed the parameters of the b-tree and the depth the will be looked at. To begin I made a value called h that will store the height of my current tree and the purpose of h is to compare the depth that we will be looking at in the base case. I made the base case be if the depth is greater than the height of my tree then my method returns -1, this is because if my depth is greater than my tree then I can’t have a value to return. Next I created an if statement that if the depth is equal to 0 then return the item of the tree on the right side. After making that if my depth doesn’t apply to any of those cases then I need to call the method recursively and pass the child of the tree in the right side and subtract 1 from the depth in order to be able to get the values from the depth we’re looking for.

**Tracing**

For this method, I will be tracing it by using the tree that contains the values [ 50, 10, 20, 70, 100, 40, 90, 80] and the depth that I will be using is 1. Once I pass those values into the method, the first thing my method does is that it gets the height of my tree which is 1 because it has a root and leaf nodes after. Now that I know the height, the method compares the depth to the height and since my depth is less than the height, then that means that I do have a depth of 1 and it doesn’t pass the base case. Since the base case is not applicable, the method continues and checks if the depth is equal to 0 and since our depth is 1 then it’s not equal. Since the depth didn’t pass any of the cases then a recursive call occurs, and it returns the method by passing the child of the tree at the right side and subtracts 1 from the depth. When the recursive call is made the tree moves to the right side where the item that the leaf node contains are 10,20,40 and our depth now became 0. When checking the base case, we see that the depth is still less than the height which causes the base case to not be applicable to this. Now the next thing that happens is that the method checks if the depth is equal to 0 and as we can see this is true. Since this case is applicable that means that the method will return the rightmost item in the b-tree at the depth of 1 and the item that is returned is 100 which is the smallest element in the b-tree.
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O(1)

**Question 5**

**Objective**

For this method my objective is to make a code that will find the total amount of nodes at a certain depth only.

**Proposed Solution**

For this question I know that I need to use a counter in order to keep count of the number of nodes. Also, I want to keep the base case from the min and max value methods which is where I compare the depth I’m using and if the depth is greater than my tree height then I return -1. Once I find the depth I’m looking for, I want to count all the values in that depth . if I don’t find the depth then I want to move on to the child nodes until I get to the depth.

**Implementation**

To begin implementing my idea I made the method signature and passed the b-tree and the depth I’ll be looking at in my tree. In my method, I declare the variable count to 0 and h to the height of my tree. Now with those declared I need to make a base case that checks if my depth is greater than the height of my tree then it returns -1. I then made a second if statement that if my depth is equals to 0 then I return the length of the items I have in that specific node. However, if I don’t find the depth I needed to make an else statement that will go through a for loop by the range of the items in the node. Inside the for loop I recursively call the method and pass the child nodes of the tree and decreases the depth by 1, also when I call the method I add the count value from the resulting counts of the method. Outside the for loop, I return the count and the recursive call of the method by passing the child node and the length of the items, but still decreasing the depth by 1.

**Tracing**

To trace this method, I will pass the tree of [ 50, 10, 20, 70, 100, 40, 90, 80] and a depth of 1. In my method I first have to check if the depth is greater than the height and as we can see, the height for the tree is 1 and are depth is 1, this base case then doesn’t apply to this depth since its not greater than 1. Next we check if d is equal to 0 and since our depth is 1 still that case doesn’t apply to us. The only option left is to use the else statement which makes us go in a for loop in a range of the items in the node and since our node is the root where we only have 1 value then the for loop only iterates once. In the for loop we add to our count once we do a recursive call so when we call the method we pass the child to the left side of the tree and decrease the depth by 1. Now the values that we look at is 10,20,40 and we have a depth of 0 now, which we know as the user that we will find the number of nodes. However, the program checks if our depth is greater than 1 , but since our depth is 0 then we don’t pass into that base case. Now in the second if statement we actually go inside the if since our depth is 0. What the if does, it returns the amount of numbers we have in the node which is 3 and going back to the recursive call the count now holds the value of 3. After that call, another recursive call occurs which add the count value to the result that is returned from the recursive call that passes the right side of the items of the child node and decreases the depth by 1; also, this recursive call is being returned. Since now we have the values 70,80,90,100 as the items we have in the node we continue to check if the depth is greater than 1 and since our depth is 0 again then we don’t go in the base case. However, we do go in the second if statement since our depth is 0 and we return the length of the node which is 4. Going back to the call we add the count with the length of the node we got, when we add the value that we return is 7 for the number of nodes we have.
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**O(n)**

**Question 6**

**Objective**

The objective of this question is to create a method that prints all the elements of the b-tree at a certain depth.

**Proposed solution**

For this method I know that I just have to print the values at the specific depth, and I don’t need to return anything. However, I need to traverse the tree in order to get to the depth I’m looking for and if I need to print the left and right side of the tree at the certain depth. Also, If I don’t find the depth then I print none.

**Implementation**

To implement this idea, I made a method that passes the tree and the depth that we need, next I made h to be equal to the height of the tree. I made a base case that checks if the depth is greater than the height and if it is then I print none since we don’t have values at that depth. Next I made an if statement that if the depth is equal to 0 then I go in a for loop that iterates through the range of items that we may have in the node. Inside the for loop we print all the items that may be at the node. If we never pass the second if statement then I made an else statement were if my node is not a leaf then I go into a for loop which goes in the range of the number of items I have. Inside the for loop I make two recursive calls which one passes the tree to traverse to the left and another to traverse to the right side of the tree while decreasing the depth by 1.

**Tracing**

To trace this method I will use the tree [ 50, 10, 20, 70, 100, 40, 90, 80] and pass the depth of 1. When the tree and depth is passed, the variable h is made to store the height of the tree which is 1. We then go in the base case and check if the depth is greater than the height but since the depth is 1 and the height is 1 then we don’t go in the base case since they’re equal. Next the method checks if the depth is 0, but since this is false we go into the else statement. In the else if our tree is not a leaf then we iterate once in the for loop since the root is a size of 1. In the for loop we recursively call the method and pass the child node to the left side while we decrease the depth by 1. Now that the left node which is 10,20,40 is the one that we are using and the depth is 0 we can see that we will go into the if statement where the depth is equal to 0. Since we go into that if statement we iterate the for loop 3 times cause of the size of our node and we print all the values in that node which we print 10,20,40. Now we go back to the recursive calls and enter the second call where we pass the right side child node and decrease the depth by 1. Since we now have the right side which is 70,80,90,100 and the depth is 0, we can see that we will enter the second if statement where the depth is equal to 0. And since we enter that if statement we print all the values thanks to the for loop that iterates through the node. In the end we print 10 20 40 70 80 90 100.
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O(n)

**Question 7**

**Objective**

The objective of this question is to count the values of full nodes only, meaning that we ignore the leaf nodes.

**Proposed solutions**

The idea for this is to count the amount of full nodes and the way to know if a node is full is to use T.max\_items which is 5. We need to use this and compare it to the node to check if its full, if its not full then I need to traverse the tree to see if there are more full nodes.

**Implementation**

To implement the idea I made the method signature to pass the tree only and inside the method I declare the count variable to 0. Then I begin with a base case that if the length of my node is equal to the max items if that is true the count increases by 1. Then I made an else statement that uses a for loop to iterate through the length of the node, in the for loop I add count to a recursive call to the child nodes of the left side and it will add only if there are full nodes. Then outside the loop I add the count to the second recursive call which passes though the length of the items in the child node which would be the right. In the end of the method I return the count value.

**Tracing**

To trace I will use a tree of [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110]. In the method I first check if the root is the max size and since there are only 2 values then doesn’t go in the if. We know that this isn’t a leaf node so we ignore the second method, we go in the else and iterate through the size of the node which is two and go into the recursive call that passes the left side of the child node. Since the next node is a leaf node we return 0 and go back to the original call, but we recursively call the method again and pass the right side of the tree. Since the right side is a leaf node we return 0. The only way there would be an increase in the count of full nodes is if I manage to fill the root with 5 values.
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O(n)

**Question 8**

**Objective**

The objective of this question is to count the values of full leaves only, meaning that we ignore the nodes.

**Proposed solutions**

The idea for this is to count the amount of full leaves and the way to know if a leaf is full is to use T.max\_items which is 5. We need to use this and compare it to the node to check if its full, if its not full then I need to traverse the tree to see if there are more full leaves.

**Implementation**

To implement the idea I made the method signature to pass the tree only and inside the method I declare the count variable to 0. Then I begin with a base case that if the node is a leaf then I need a nested if that compares the size of the leaf to the max items and if they’re equal then count increases by 1. Then I made an else that iterates with a for loop with the size of the node and in the loop it has recursive calls where it traverses to the left side of the tree and adds the count. Outside the loop is another call that adds the count and traverses the right side of the tree. In the end it returns the count.

**Tracing**

To trace I will use a tree of [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110,10,10,10,10,10,10]. In the method I first check if the root Is a leaf and since we know that its not we go into the else and traverse through the loop . we enter the recursive call and go to the left side of the tree and we can see the left is a leaf but is not equal to the max so it doesn’t add a count. We go back to the call and continue to the next recursive call and pass the rest of the leave nodes, where we see that we have only 1 full leaf node since the size of it is 5 which is the max.
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Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAR8AAAAfCAYAAADeIMn5AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAMfSURBVHhe7ZiLkesgDEVdlwtKPa4mzaQYPwR4AQWETfJCdvacGXaCAUXW59rZZQcAmADiAwBTQHwAYAonxOe+35ab+/vtfKOfj31bl31Zwli3R7ze4/q5+y3tv6kgWGsAs/Di89jWn+LMRyh6xGeY+21f1s1JyUVGz0XRqguMtVZH6uK8YMJrpAfOX3lAqDefWgMjPqN4UR+opNFztsAgPt+L1O66b4/rOfrNnBcfeRoXb0SRx7av8fp51Q42t+yNK9lUPnj7YR6aYXPr7ox7M9jiz4nwneN+ys+Sm7Ob1nUMGjRsevHIrofRt2mfa8cl8UHx6cQzv4ciLuqNTvb+fIdhU681/VK0fBHMvFu+CLHOnq6/BOKjClquuQQcEfFBbzSEn4uCx2mTCzazJgvNKZ/DeSnA1CDKpj93+KJs+nny0xdo1hS+KNPmOoX9ytzh/R2opPq5dlwSnxIfO54FhZ96X27HtnkqJz1UzNp5t33xID4vc/1nV55A/9klsBiNIiwwbBprqSlTMZTik53LE9nxc6SwawKh7dRFpE/9nBWzgw+JTy/v2dtnGMlPidFhs7jPjk2/V65djWfHl6q53v39NxAfVdBG0Utih/4xajVSey0Vq+y5ID4dPxGfOim2CjOeKTce7afM/VnxRwnWmVo6xOTUjdi+NPM+XNevgvikQvFYRS9rI8Hq2TwKJiTjeFqlpkx7UoMom75Iz/k5Ij7BZ13Y2dzxfvGpxyVhFe/1wm6KjxVPFQeJbemn+OHW725f0eB2jgqKejHo+NLO+wlfogheiWef6zn6zbwoPg4/l6TGceqJYdv0zRfthX8wh7XUlHI+FFVqkFAwP34oIbD8HBIf4XgK177PUReRPq1zrbi4lShG5QgmrDWb/PueznXieVwv/Yy0Grdp8/kezvgvWL6Yee/V9VvFR9duGO+x/b0o8QEA+AyIDwBMAfEBgCkgPgAwBcQHAKaA+ADAFBAfAJgC4gMAU0B8AGAKiA8ATAHxAYApID4AMAXEBwCmgPgAwBQQHwCYAuIDAFNAfABgCogPAEwB8QGACez7P3nO7rX0urJoAAAAAElFTkSuQmCC)

O(n)
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|  |
| --- |
| # -\*- coding: utf-8 -\*- |
|  | """ |
|  | Created on Mon Mar 11 12:58:39 2019 |
|  | @author: Alexis Navarro |
|  | CS 2302 |
|  | Lab #4 |
|  | Purpose:The purpose of this lab is to be able to work with b-tree and understand how they work and to be able to |
|  | manipulate them |
|  | """ |
|  | #Given Code |
|  | class BTree(object): |
|  | # Constructor |
|  | def \_\_init\_\_(self,item=[],child=[],isLeaf=True,max\_items=5): |
|  | self.item = item |
|  | self.child = child |
|  | self.isLeaf = isLeaf |
|  | if max\_items <3: #max\_items must be odd and greater or equal to 3 |
|  | max\_items = 3 |
|  | if max\_items%2 == 0: #max\_items must be odd and greater or equal to 3 |
|  | max\_items +=1 |
|  | self.max\_items = max\_items |
|  |  |
|  | def FindChild(T,k): |
|  | # Determines value of c, such that k must be in subtree T.child[c], if k is in the BTree |
|  | for i in range(len(T.item)): |
|  | if k < T.item[i]: |
|  | return i |
|  | return len(T.item) |
|  |  |
|  | def InsertInternal(T,i): |
|  | # T cannot be Full |
|  | if T.isLeaf: |
|  | InsertLeaf(T,i) |
|  | else: |
|  | k = FindChild(T,i) |
|  | if IsFull(T.child[k]): |
|  | m, l, r = Split(T.child[k]) |
|  | T.item.insert(k,m) |
|  | T.child[k] = l |
|  | T.child.insert(k+1,r) |
|  | k = FindChild(T,i) |
|  | InsertInternal(T.child[k],i) |
|  |  |
|  | def Split(T): |
|  | #print('Splitting') |
|  | #PrintNode(T) |
|  | mid = T.max\_items//2 |
|  | if T.isLeaf: |
|  | leftChild = BTree(T.item[:mid]) |
|  | rightChild = BTree(T.item[mid+1:]) |
|  | else: |
|  | leftChild = BTree(T.item[:mid],T.child[:mid+1],T.isLeaf) |
|  | rightChild = BTree(T.item[mid+1:],T.child[mid+1:],T.isLeaf) |
|  | return T.item[mid], leftChild, rightChild |
|  |  |
|  | def InsertLeaf(T,i): |
|  | T.item.append(i) |
|  | T.item.sort() |
|  |  |
|  | def IsFull(T): |
|  | return len(T.item) >= T.max\_items |
|  |  |
|  | def Insert(T,i): |
|  | if not IsFull(T): |
|  | InsertInternal(T,i) |
|  | else: |
|  | m, l, r = Split(T) |
|  | T.item =[m] |
|  | T.child = [l,r] |
|  | T.isLeaf = False |
|  | k = FindChild(T,i) |
|  | InsertInternal(T.child[k],i) |
|  |  |
|  |  |
|  | def PrintD(T,space): |
|  | # Prints items and structure of B-tree |
|  | if T.isLeaf: |
|  | for i in range(len(T.item)-1,-1,-1): |
|  | print(space,T.item[i]) |
|  | else: |
|  | PrintD(T.child[len(T.item)],space+' ') |
|  | for i in range(len(T.item)-1,-1,-1): |
|  | print(space,T.item[i]) |
|  | PrintD(T.child[i],space+' ') |
|  |  |
|  |  |
|  | #My written code |
|  | #------------------------------------------------------------------------------ |
|  | #Question 1 |
|  | #Find the height of a Tree by using recursion |
|  | def height(T): |
|  | if T.isLeaf: |
|  | return 0 |
|  | return 1 + height(T.child[0]) |
|  | #------------------------------------------------------------------------------ |
|  |  |
|  | #Question 2 |
|  | #Transfer the values from the b-tree to a list. This method is similar to transfering the values of a BST to a list from lab #3 |
|  |  |
|  | def BT\_ToList(T,L): |
|  | if T.isLeaf: |
|  | for i in range(len(T.item)):#This is done by using for loops to traverse the elements that are in that depth |
|  | L.append(T.item[i])#appends the elements of the tree to the list |
|  | else: |
|  | for i in range(len(T.item)): |
|  | BT\_ToList(T.child[i], L)#Recursive call to traverse the left side of the b-tree |
|  | L.append(T.item[i]) |
|  | BT\_ToList(T.child[-1],L)#Recursive call to traverse the right side of the b-tree |
|  | return L |
|  |  |
|  |  |
|  | #------------------------------------------------------------------------------ |
|  |  |
|  | #Question 3 |
|  | #Finds the minimum element in the b-tree |
|  | def minElem(T,d): |
|  | h=height(T) |
|  | if d>h: |
|  | return -1 |
|  | if d==0: |
|  | return T.item[0] |
|  | return minElem(T.child[0],d-1)#Recursive call to traverse the left side of the b-tree since we want the minimum element |
|  |  |
|  |  |
|  | #------------------------------------------------------------------------------ |
|  |  |
|  | #Question 4 |
|  | #Finds the maximum element in the b-tree |
|  | def maxElem(T,d): |
|  | h=height(T) |
|  | if d>h: |
|  | return -1 |
|  | if d==0: |
|  | return T.item[-1] |
|  | return maxElem(T.child[-1],d-1)#Recursive call to traverse the right side of the b-tree since we want the maximum element |
|  |  |
|  |  |
|  | #------------------------------------------------------------------------------ |
|  | #Question 5 |
|  | #Finds the amount of nodes in the b-tree |
|  | def numOfNodes(T,d): |
|  | count=0 |
|  | h=height(T) |
|  |  |
|  | if d>h: |
|  | return -1 |
|  | if d == 0: |
|  | return len(T.item) |
|  | else: |
|  | for i in range(len(T.item)): |
|  | count+=numOfNodes(T.child[i],d-1)#Recustive call where the method traverses the tree,but still adds the count value of nodes |
|  | return count+ numOfNodes(T.child[len(T.item)],d-1)#Recursive call where it returns the amount of nodes and traverses the tree, by passing the length of the elements in that depth of the tree |
|  |  |
|  |  |
|  | #------------------------------------------------------------------------------ |
|  | #Question 6 |
|  | #prints all the elements at a certain depth in the b-tree |
|  | def print\_AtDepth(T,d): |
|  | h=height(T) |
|  | if d>h: |
|  | print(None) |
|  | if d == 0: |
|  | for i in range(len(T.item)): |
|  | print(T.item[i],end=' ') #prints all the elements in that certain depth |
|  | else: |
|  | if T.isLeaf is not True: |
|  | for i in range(len(T.item)): |
|  | print\_AtDepth(T.child[i],d-1)#Recursive call that taverses the left side of the b-tree |
|  | print\_AtDepth(T.child[i-1],d-1)#Recursive call that traverses the right side of the b-tree |
|  |  |
|  |  |
|  | #------------------------------------------------------------------------------ |
|  | #Question 7 |
|  | #Counts the amount of full nodes inside the b-tree |
|  | def numOf\_FullNodes(T): |
|  | count=0 |
|  | if len(T.item)==T.max\_items:# The max items that we can have is 5 |
|  | count+=1 |
|  | if T.isLeaf: #We return 0 if we reach a leaf node since we only want NODES |
|  | return 0 |
|  | else: |
|  | for i in range(len(T.item)): |
|  | count+=numOf\_FullNodes(T.child[i]) |
|  | count+numOf\_FullNodes(T.child[len(T.item)]) |
|  | return count |
|  |  |
|  | #------------------------------------------------------------------------------ |
|  | #Question 8 |
|  | #Counts the amount of full leaves in the b-tree |
|  | def numOf\_FullLeaves(T): |
|  | count=0 |
|  | if T.isLeaf: |
|  | if len(T.item)==T.max\_items:# The max items that we can have is 5 |
|  | count+=1 |
|  | else: # this else is if we have a node that is not a leaf |
|  | for i in range(len(T.item)): |
|  | count+=numOf\_FullLeaves(T.child[i]) |
|  | count+numOf\_FullLeaves(T.child[len(T.item)]) |
|  | return count |
|  |  |
|  |  |
|  | ''' |
|  | def depthOfNode(T,k): |
|  | if k in T.item: |
|  | return 0 |
|  | else: |
|  | ''' |
|  |  |
|  |  |
|  |  |
|  |  |
|  | #------------------------------------------------------------------------------ |
|  |  |
|  |  |
|  | L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110,10,10,10,10,10,10] |
|  | T = BTree() |
|  | for i in L: |
|  | Insert(T,i) |
|  | PrintD(T,'') |
|  | print('\n####################################') |
|  | #T2 is for testing purposes, which is empty |
|  | L2=[] |
|  | T2= BTree() |
|  |  |
|  | for k in L2: |
|  | Insert(T2,k) |
|  |  |
|  | #E is an empty list |
|  | E=[] |
|  |  |
|  | print('The height is ',height(T))#1 |
|  | print('Tree to List', BT\_ToList(T,E))#2 |
|  | print('the minimum element is ',minElem(T,1))#3 |
|  | print('the maximum element is ',maxElem(T,1))#4 |
|  | print('The number of Nodes are:', numOfNodes(T,1))#5 |
|  | print('Elements at depth are: ') |
|  | print\_AtDepth(T,1)#6 |
|  | print() |
|  | print('The number of full Nodes are: ', numOf\_FullNodes(T))#7 |
|  | print('The number of full Leaves are: ', numOf\_FullLeaves(T))#8 |